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পাসওয়ার্ডঃ practicepracticepractice

## [A - Curtain](https://vjudge.net/problem/AtCoder-abc143_a)

[AtCoder - abc143\_a](https://vjudge.net/problem/AtCoder-abc143_a/origin" \t "_blank)

**Problem Statement**

The window of Takahashi's room has a width of *AA*. There are two curtains hung over the window, each of which has a horizontal length of *BB*. (Vertically, the curtains are long enough to cover the whole window.)

We will close the window so as to minimize the total horizontal length of the uncovered part of the window. Find the total horizontal length of the uncovered parts of the window then.

**Constraints**

* *1 \leq A \leq 1001≤A≤100*
* *1 \leq B \leq 1001≤B≤100*
* *AA* and *BB* are integers.

**Input**

Input is given from Standard Input in the following format:

*AA* *BB*

**Output**

Print the total horizontal length of the uncovered parts of the window.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 12 4 | 4 |

We have a window with a horizontal length of *1212*, and two curtains, each of length *44*, that cover both ends of the window, for example. The uncovered part has a horizontal length of *44*.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 20 15 | 0 |

If the window is completely covered, print *00*.

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 20 30 | 0 |

Each curtain may be longer than the window.

#include<stdio.h>

int main()

{

int a, b, c;

scanf("%d %d", &a, &b);

c=a-2\*b;

if(c>0)

{

printf("%d",c);

}

else

{

printf("0");

}

return 0;

}

## [B - Not Overflow](https://vjudge.net/problem/AtCoder-abc237_a)

[AtCoder - abc237\_a](https://vjudge.net/problem/AtCoder-abc237_a/origin" \t "_blank)

**Problem Statement**

You are given an integer *NN*. If *NN* is between *-2^{31}−231* and *2^{31}-1231−1* (inclusive), print Yes; otherwise, print No.

**Constraints**

* *-2^{63} \leq N < 2^{63}−263≤N<263*
* *NN* is an integer.

**Input**

Input is given from Standard Input in the following format:

*NN*

**Output**

If *NN* is between *-2^{31}−231* and *2^{31}-1231−1* (inclusive), print Yes; otherwise, print No.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 10 | Yes |

*1010* is between *-2^{31}−231* and *2^{31}-1231−1*, so Yes should be printed.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| -9876543210 | No |

*-9876543210−9876543210* is less than *-2^{31}−231*, so No should be printed.

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 483597848400000 | No |

*483597848400000483597848400000* is greater than *2^{31}-1231−1*, so No should be printed.

#include<stdio.h>

#include<math.h>

int main()

{

long long n;

scanf("%lld", &n);

if(n>=pow(-2,31) && n<=(pow(2,31)-1))

{

printf("Yes");

}

else

{

printf("No");

}

return 0;

}

## [C - Failing Grade](https://vjudge.net/problem/AtCoder-abc222_b)

[AtCoder - abc222\_b](https://vjudge.net/problem/AtCoder-abc222_b/origin" \t "_blank)

**Problem Statement**

*NN* students took an exam. The students are labeled as Student *11*, Student *22*, *\dots…*, Student *NN*, and Student *ii* scored *a\_iai​* points.

A student who scored less than *PP* points are considered to have failed the exam and cannot earn the credit. Find the number of students who failed the exam.

**Constraints**

* *1 \leq N \leq 10^51≤N≤105*
* *1 \leq P \leq 1001≤P≤100*
* *0 \leq a\_i \leq 1000≤ai​≤100* *(1 \leq i \leq N)(1≤i≤N)*
* All values in input are integers.

**Input**

Input is given from Standard Input in the following format:

*NN* *PP*

*a\_1a1​* *a\_2a2​* *\dots…* *a\_NaN​*

**Output**

Print the number of students who failed the exam.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 4 50  80 60 40 0 | 2 |

Students *11* and *22*, who scored *8080* and *6060* points, respectively, succeeded in scoring at least *5050* points to earn the credit.  
On the other hand, Students *33* and *44*, who scored *4040* and *00* points, respectively, fell below *5050* points and failed the exam. Thus, the answer is *22*.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 3 90  89 89 89 | 3 |

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 2 22  6 37 | 1 |

#include<stdio.h>

int main()

{

int n, p, score[100001], count=0;

scanf("%d %d", &n, &p);

for(int i=1; i<=n; i++)

{

scanf("%d", &score[i]);

}

for(int i=1; i<=n; i++)

{

if(score[i]<p)

{

count++;

}

}

printf("%d", count);

return 0;

}

## [D - Shampoo](https://vjudge.net/problem/AtCoder-abc243_a)

[AtCoder - abc243\_a](https://vjudge.net/problem/AtCoder-abc243_a/origin" \t "_blank)

**Problem Statement**

Three people live in Takahashi's house: Takahashi, his father, and his mother. All of them wash their hair in the bathroom each night.  
His father, his mother, and Takahashi take a bath in this order and use *AA*, *BB*, and *CC* milliliters of shampoo, respectively.

This morning, the bottle contained *VV* milliliters of shampoo. Without refilling, who will be the first to run short of shampoo to wash their hair?

**Constraints**

* *1 \leq V,A,B,C \leq 10^51≤V,A,B,C≤105*
* All values in input are integers.

**Input**

Input is given from Standard Input in the following format:

*VV* *AA* *BB* *CC*

**Output**

If the first person to run short of shampoo to wash their hair is Takahashi's father, print F; if it is Takahashi's mother, print M; if it is Takahashi, print T.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 25 10 11 12 | T |

Now, they have *2525* milliliters of shampoo.

* First, Takahashi's father uses *1010* milliliters, leaving *1515*.
* Next, Takahashi's mother uses *1111* milliliters, leaving *44*.
* Finally, Takahashi tries to use *1212* milliliters and runs short of shampoo since only *44* is remaining.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 30 10 10 10 | F |

Now, they have *3030* milliliters of shampoo.

* First, Takahashi's father uses *1010* milliliters, leaving *2020*.
* Next, Takahashi's mother uses *1010* milliliters, leaving *1010*.
* Then, Takahashi uses *1010* milliliters, leaving *00*.
* Next day, Takahashi's father tries to use *1010* milliliters and runs short of shampoo since only *00* is remaining.

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 100000 1 1 1 | M |

#include<stdio.h>

int main()

{

int v, a, b, c;

scanf("%d %d %d %d", &v, &a, &b, &c);

if(v>=(a+b+c))

{

v=v%(a+b+c);

}

if(v<a)

{

printf("F");

}

else if(v<(a+b))

{

printf("M");

}

else if(v<(a+b+c))

{

printf("T");

}

return 0;

}

## [E - Rolling Dice](https://vjudge.net/problem/AtCoder-abc208_a)

[AtCoder - abc208\_a](https://vjudge.net/problem/AtCoder-abc208_a/origin" \t "_blank)

**Problem Statement**

Is it possible to get a sum of *BB* when throwing a die with six faces *1,2,\ldots,61,2,…,6* *AA* times?

**Constraints**

* *1 \leq A \leq 1001≤A≤100*
* *1 \leq B \leq 10001≤B≤1000*
* *AA* and *BB* are integers.

**Input**

Input is given from Standard Input in the following format:

*AA* *BB*

**Output**

If it is possible to get a sum of *BB*, print Yes; otherwise, print No.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 2 11 | Yes |

There are two ways to get a sum of *1111* when throwing a *66*-faced die twice:

* getting *66* in the first throw and *55* in the second throw;
* getting *55* in the first throw and *66* in the second throw.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 2 13 | No |

There is no way to get a sum of *1313* when throwing a *66*-faced die twice.

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 100 600 | Yes |

#include<stdio.h>

int main()

{

int a, b;

scanf("%d %d", &a, &b);

if(a\*6>=b && a<=b)

{

printf("Yes");

}

else

{

printf("No");

}

return 0;

}

## [F - Seismic magnitude scales](https://vjudge.net/problem/AtCoder-abc221_a)

[AtCoder - abc221\_a](https://vjudge.net/problem/AtCoder-abc221_a/origin" \t "_blank)

**Problem Statement**

The magnitude of an earthquake is a logarithmic scale of the energy released by the earthquake. It is known that each time the magnitude increases by *11*, the amount of energy gets multiplied by approximately *3232*.  
Here, we assume that the amount of energy gets multiplied by exactly *3232* each time the magnitude increases by *11*. In this case, how many times is the amount of energy of a magnitude *AA* earthquake as much as that of a magnitude *BB* earthquake?

**Constraints**

* *3\leq B\leq A\leq 93≤B≤A≤9*
* *AA* and *BB* are integers.

**Input**

Input is given from Standard Input in the following format:

*AA* *BB*

**Output**

Print the answer as an integer.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 6 4 | 1024 |

*66* is *22* greater than *44*, so a magnitude *66* earthquake has *32\times 32=102432×32=1024* times as much energy as a magnitude *44* earthquake has.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 5 5 | 1 |

Earthquakes with the same magnitude have the same amount of energy.

#include<stdio.h>

#include<math.h>

int main()

{

int a, b, m, p;

scanf("%d %d", &a, &b);

m=a-b;

p=pow(32,m);

printf("%lld", p);

return 0;

}

## [G - Century](https://vjudge.net/problem/AtCoder-abc200_a)

[AtCoder - abc200\_a](https://vjudge.net/problem/AtCoder-abc200_a/origin" \t "_blank)

**Problem Statement**

In what century is the year *NN*?

What is century?

**Constraints**

* *1 \le N \le 30001≤N≤3000*

**Input**

Input is given from Standard Input in the following format:

*NN*

**Output**

Print the answer as an integer.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 2021 | 21 |

This year *20212021* is in the *2121*-st century.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 200 | 2 |

The year *200200* is in the *22*-nd century.

#include<stdio.h>

#include<math.h>

int main()

{

int n, c;

scanf("%d", &n);

c=ceil((float)n/100);

printf("%d", c);

return 0;

}

## [H - Vanya and Fence](https://vjudge.net/problem/CodeForces-677A)

[CodeForces - 677A](https://vjudge.net/problem/CodeForces-677A/origin" \t "_blank)

Vanya and his friends are walking along the fence of height *h* and they do not want the guard to notice them. In order to achieve this the height of each of the friends should not exceed *h*. If the height of some person is greater than *h* he can bend down and then he surely won't be noticed by the guard. The height of the *i*-th person is equal to *ai*.

Consider the width of the person walking as usual to be equal to 1, while the width of the bent person is equal to 2. Friends want to talk to each other while walking, so they would like to walk in a single row. What is the minimum width of the road, such that friends can walk in a row and remain unattended by the guard?

**Input**

The first line of the input contains two integers *n* and *h* (1 ≤ *n* ≤ 1000, 1 ≤ *h* ≤ 1000) — the number of friends and the height of the fence, respectively.

The second line contains *n* integers *ai* (1 ≤ *ai* ≤ 2*h*), the *i*-th of them is equal to the height of the *i*-th person.

**Output**

Print a single integer — the minimum possible valid width of the road.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 3 7  4 5 14 | 4 |

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 6 1  1 1 1 1 1 1 | 6 |

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 6 5  7 6 8 9 10 5 | 11 |

**Note**

In the first sample, only person number 3 must bend down, so the required width is equal to 1 + 1 + 2 = 4.

In the second sample, all friends are short enough and no one has to bend, so the width 1 + 1 + 1 + 1 + 1 + 1 = 6 is enough.

In the third sample, all the persons have to bend, except the last one. The required minimum width of the road is equal to 2 + 2 + 2 + 2 + 2 + 1 = 11.

#include<stdio.h>

#include<math.h>

int main()

{

int n, h, w, sum=0;

scanf("%d %d", &n, &h);

int a[1100], i;

for(i=1; i<=n; i++)

{

scanf("%d", &a[i]);

}

for(i=1; i<=n; i++)

{

if(a[i]<=h)

{

w=1;

}

else

{

w=2;

}

sum=sum+w;

}

printf("%d", sum);

return 0;

}

## [I - Drinks](https://vjudge.net/problem/CodeForces-200B)

[CodeForces - 200B](https://vjudge.net/problem/CodeForces-200B/origin" \t "_blank)

Little Vasya loves orange juice very much. That's why any food and drink in his kitchen necessarily contains orange juice. There are *n* drinks in his fridge, the volume fraction of orange juice in the *i*-th drink equals *pi* percent.

One day Vasya decided to make himself an orange cocktail. He took equal proportions of each of the *n* drinks and mixed them. Then he wondered, how much orange juice the cocktail has.

Find the volume fraction of orange juice in the final drink.

**Input**

The first input line contains a single integer *n* (1 ≤ *n* ≤ 100) — the number of orange-containing drinks in Vasya's fridge. The second line contains *n* integers *pi* (0 ≤ *pi* ≤ 100) — the volume fraction of orange juice in the *i*-th drink, in percent. The numbers are separated by a space.

**Output**

Print the volume fraction in percent of orange juice in Vasya's cocktail. The answer will be considered correct if the absolute or relative error does not exceed 10 - 4.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 3  50 50 100 | 66.666666666667 |

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 4  0 25 50 75 | 37.500000000000 |

**Note**

Note to the first sample: let's assume that Vasya takes *x* milliliters of each drink from the fridge. Then the volume of pure juice in the cocktail will equal ![https://vj.csgrandeur.cn/13cab0fe37ccf2b27b15f713a9274a23?v=1650897245](data:image/png;base64,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) milliliters. The total cocktail's volume equals 3·*x* milliliters, so the volume fraction of the juice in the cocktail equals ![https://vj.csgrandeur.cn/358afb131ffb84e098ca5cc25d76ef6e?v=1650897245](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADUAAAAXCAQAAAABi8/GAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBkNJy/9WWE2AAAAEGNhTnYAAAA3AAAAGgAAAAEAAAABWrUdEgAAAsxJREFUSMet1E9oXFUUx/HPe/Myk5k8YxwzadNqGtokpK2DbZT+UVSaBgsWcVNQKoJiF24CInahoAvBnWuhICIq1SqCbiL4p9Q/bZV040ZtUxBNtS1JTetM/tbJuEhIOumobSdn8eCed+793t+555xA6G4b3CTyjlHLbV22S8k55HRooy0+9b5O+0XLDGr2kGPeM+0V2VCPXtNGHLFTdiEoFEsJxBI1oG7zsISCL+R1Rz530jgajZmaD6lzjxathq0Sed3lG0Sd9rLfEZtyKfSH71zWqs+b/pK1Fh0afKLdRj9pqkFV0VEFaXt87OScK/asJ9ThaW+L3apRvYN2CyRrfK/IXs9pnFtkPOp+gTtkrNYjFIl0GLBGnZygBlDCLo+IrNOaEOvXqWiTbQaNOqvsKXk36/aB9Vb6rQbQ43Y5r1uvoch6d8rolHDExHzIRR0uOuxBBd9cdUAgVVVp2YzZCk+L7VbZIzRkpHpyAvWmBdImlmyGZs/IKV+1p+CA4X+XGNhb1V8WzH8DBYcVr/gXyYmqoEpGKtoi1GvFYlxk2//kOzDqWAXqb2ev6aVCG3QtZiWYnwbl/6yzUsWqwVaZKqpmfO/SEliweHakJNAgqXDNMyGpTWMV1JQflqBmkZY2YYpA5F6xsvxiRy+jbdamqMdx34bWeN6vBrToFy4zKGM/vnTBi5oiF7xrBEmTVyQlqcWkcTljFSVxfTbjkFNImVaaK4ZmO+z2qqGF2/SZdZdz0lq9ZKYGZY022+cNX4UIrJBSlMU69wms9acBTWJfO1Wlia/Hsm4xpklInQbQ7zNZT3pLLCMp9pEd1DRsQ7EQfQb1hB7zmhhn3K7Fh15QFKnXLuVnGe01wDY5oA3nxDoiUyZFUvJOGDZuHPtwXgFbFf1yw6gZk0IJecMGAykPWClptYMLZbFT3o+y6pxxtIaiCG3RraTLgOP/ALb2uD6eCGzAAAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE5LTA0LTI1VDEwOjM5OjQ3KzAzOjAwOL9uGwAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxOS0wNC0yNVQxMDozOTo0NyswMzowMEni1qcAAAAhdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gAMzV4MTYrMTIxKzY0NjBmmeEAAAAldEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNUjggMDAzLjAwMgqyubCXAAAAP3RFWHRwczpTcG90Q29sb3ItMAB0ZW1wY2ViMDY2NGU1NWExZjlmNWZhMTI0M2VjNzQ2ODBhNDY2NWE0ZDU4ZC5kdmmpMJciAAAAAElFTkSuQmCC), that is, 66.(6) percent.

#include<stdio.h>

int main()

{

int n;

float sum=0;

scanf("%d",&n);

for(int i=1;i<=n;i++)

{

int a;

scanf("%d",&a);

sum+=a;

}

printf("%f",sum/n);

}

## [J - Round decimals](https://vjudge.net/problem/AtCoder-abc226_a)

[AtCoder - abc226\_a](https://vjudge.net/problem/AtCoder-abc226_a/origin" \t "_blank)

**Problem Statement**

You are given a real number *XX*, which is representable using at most three decimal digits, with three decimal digits.  
Round *XX* to the nearest integer and print the result.

**Constraints**

* *0 \leq X < 1000≤X<100*
* *XX* is representable using at most three decimal digits.
* *XX* has three decimal digits in input.

**Input**

Input is given from Standard Input in the following format:

*XX*

**Output**

Print the integer resulting from rounding *XX* to the nearest integer.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 3.456 | 3 |

The digit in the first decimal place of *3.4563.456* is *44*, so we should round it down to *33*.

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 99.500 | 100 |

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 0.000 | 0 |

#include<stdio.h>

int main()

{

float n, r;

scanf("%f", &n);

int i, p;

i=(int)n;

r=n-i;

if(r>=0.5)

{

p=ceil(n);

}

else

{

p=floor(n);

}

printf("%d", p);

return 0;

}

## [K - In Search of an Easy Problem](https://vjudge.net/problem/CodeForces-1030A)

[CodeForces - 1030A](https://vjudge.net/problem/CodeForces-1030A/origin" \t "_blank)

When preparing a tournament, Codeforces coordinators try treir best to make the first problem as easy as possible. This time the coordinator had chosen some problem and asked n*n* people about their opinions. Each person answered whether this problem is easy or hard.

If at least one of these n*n* people has answered that the problem is hard, the coordinator decides to change the problem. For the given responses, check if the problem is easy enough.

**Input**

The first line contains a single integer n*n* (1 \le n \le 1001≤*n*≤100) — the number of people who were asked to give their opinions.

The second line contains n*n* integers, each integer is either 00 or 11. If i*i*-th integer is 00, then i*i*-th person thinks that the problem is easy; if it is 11, then i*i*-th person thinks that the problem is hard.

**Output**

Print one word: "EASY" if the problem is easy according to all responses, or "HARD" if there is at least one person who thinks the problem is hard.

You may print every letter in any register: "EASY", "easy", "EaSY" and "eAsY" all will be processed correctly.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 3  0 0 1 | HARD |

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 1  0 | EASY |

**Note**

In the first example the third person says it's a hard problem, so it should be replaced.

In the second example the problem easy for the only person, so it doesn't have to be replaced.

#include<stdio.h>

int main()

{

int n, i, a[100], count=0;

scanf("%d", &n);

for(i=1; i<=n; i++)

{

scanf("%d", &a[i]);

}

for(i=1; i<=n; i++)

{

if(a[i]==1)

{

count++;

break;

}

}

if(count!=0)

{

printf("HARD");

}

else

{

printf("EASY");

}

return 0;

}

## [L - Dislike of Threes](https://vjudge.net/problem/CodeForces-1560A)

[CodeForces - 1560A](https://vjudge.net/problem/CodeForces-1560A/origin" \t "_blank)

Polycarp doesn't like integers that are divisible by 33 or end with the digit 33 in their decimal representation. Integers that meet both conditions are disliked by Polycarp, too.

Polycarp starts to write out the positive (greater than 00) integers which he likes: 1, 2, 4, 5, 7, 8, 10, 11, 14, 16, \dots1,2,4,5,7,8,10,11,14,16,…. Output the k*k*-th element of this sequence (the elements are numbered from 11).

**Input**

The first line contains one integer t*t* (1 \le t \le 1001≤*t*≤100) — the number of test cases. Then t*t* test cases follow.

Each test case consists of one line containing one integer k*k* (1 \le k \le 10001≤*k*≤1000).

**Output**

For each test case, output in a separate line one integer x*x* — the k*k*-th element of the sequence that was written out by Polycarp.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 10  1  2  3  4  5  6  7  8  9  1000 | 1  2  4  5  7  8  10  11  14  1666 |

#include<stdio.h>

int main()

{

int t;

scanf("%d", &t);

for(int i=1; i<=t; i++)

{

int k, last=0, count=0;

scanf("%d", &k);

for(int j=1; count<k; j++)

{

if(j%3==0 || j%10==3)

{

continue;

}

else

{

count++;

last=j;

}

}

printf("%d\n", last);

}

return 0;

}

## [M - New Generation ABC](https://vjudge.net/problem/AtCoder-abc214_a" \t "_blank)

[AtCoder - abc214\_a](https://vjudge.net/problem/AtCoder-abc214_a/origin" \t "_blank)

**Problem Statement**

This is the *214214*-th AtCoder Beginner Contest (ABC).

The ABCs so far have had the following number of problems.

* The *11*-st through *125125*-th ABCs had *44* problems each.
* The *126126*-th through *211211*-th ABCs had *66* problems each.
* The *212212*-th through *214214*-th ABCs have *88* problems each.

Find the number of problems in the *NN*-th ABC.

**Constraints**

* *1 \leq N \leq 2141≤N≤214*
* All values in input are integers.

**Input**

Input is given from Standard Input in the following format:

*NN*

**Output**

Print the answer.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 214 | 8 |

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 1 | 4 |

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 126 | 6 |

#include<stdio.h>

int main()

{

int n;

scanf("%d", &n);

if(n>=1 && n<=125)

{

printf("4");

}

else if(n>=126 && n<=211)

{

printf("6");

}

else if(n>=212 && n<=214)

{

printf("8");

}

return 0;

}

## [N - Police Recruits](https://vjudge.net/problem/CodeForces-427A)

[CodeForces - 427A](https://vjudge.net/problem/CodeForces-427A/origin" \t "_blank)

The police department of your city has just started its journey. Initially, they don’t have any manpower. So, they started hiring new recruits in groups.

Meanwhile, crimes keeps occurring within the city. One member of the police force can investigate only one crime during his/her lifetime.

If there is no police officer free (isn't busy with crime) during the occurrence of a crime, it will go untreated.

Given the chronological order of crime occurrences and recruit hirings, find the number of crimes which will go untreated.

**Input**

The first line of input will contain an integer *n* (1 ≤ *n* ≤ 105), the number of events. The next line will contain *n* space-separated integers.

If the integer is -1 then it means a crime has occurred. Otherwise, the integer will be positive, the number of officers recruited together at that time. No more than 10 officers will be recruited at a time.

**Output**

Print a single integer, the number of crimes which will go untreated.

**Sample 1**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 3  -1 -1 1 | 2 |

**Sample 2**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 8  1 -1 1 -1 -1 1 1 1 | 1 |

**Sample 3**

| **Inputcopy** | **Outputcopy** |
| --- | --- |
| 11  -1 -1 2 -1 -1 -1 -1 -1 -1 -1 -1 | 8 |

**Note**

Lets consider the second example:

1. Firstly one person is hired.
2. Then crime appears, the last hired person will investigate this crime.
3. One more person is hired.
4. One more crime appears, the last hired person will investigate this crime.
5. Crime appears. There is no free policeman at the time, so this crime will go untreated.
6. One more person is hired.
7. One more person is hired.
8. One more person is hired.

The answer is one, as one crime (on step 5) will go untreated.

#include <stdio.h>

int main()

{

int n,a,uc=0,sum=0;

scanf("%d", &n);

for(int i=1; i<=n; i++)

{

scanf("%d", &a);

if(a==-1)

{

if(sum>0)

{

sum=sum+a;

}

else

{

uc++;

}

}

else

{

sum=sum+a;

}

}

printf("%d", uc);

return 0;

}